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ABSTRACT

The Space Infrared Telescope Facility (SIRTF) is the fourth and
final element in NASA's family of "Great Observatories" and is
set for a July 2002 launch. SIRTF will provide infrared imaging
and spectroscopy in the 3 to 180-micron wavelength range. The
Science Operations Application Server (SOAS) supports the
SIRTF Planning Observations Tool (SPOT) and Science
Operations System (SOS). The SOAS will provide Internet
enabled web services that include proposal submission,
astronomical catalogs, automated software update, object
persistence, and instrument simulation{1].

Categories and Subject Descriptors
e Components and frameworks,

e Object databases and persistence,

s  Patterns and software architecture,

e  Javatools, compilers and technologies,

e UML tools, technologies, and methodologies,
o XML tools, iechnologies, and methodologies,

e  Objects and the web,

General Terms
Performance, Design, Economics, Reliability, Security.

Keywords .
Java, XML, Objects and the Web, UML, Web Services.

1. INTRODUCTION

The Science Operations Application Server (SOAS) supports the
proposal creation, editing and submission activities the SIRTF
Science Operations System. The architecture is an n-tier, high-
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availability, scalable, transactional, service based design. The
design and analysis of the software architecture is based on
Objected Oriented Analysis and Design techniques and is
expressed in the Unified Modeling Language (UML). The system
is implemented using the Java Development Kit (JDK) and
utilizes features from the Java 2 Enterprise Edition (J2EE). The
SOAS software architecture is comprised of web services,
Enterprise Java Beans (EJB), security and system monitoring
components.

2. ARCHITECTURE

The SOAS is based on an n-tier architecture design[2] with client
(SPOT), application server (SOAS), and data (DBMS) tiers,
shown in UML Deployment Diagram in Figure 1[5]. The SOAS is
comprised of the WebLogic Application Server, Java 2 Enterprise
Edition SDK and the Solaris operating system. All software runs
on Sun hardware. The communications protocol between client
and server is HTTP/HTTPS. Use of this protocol allows any Java
or browser client with Internet access to communicate with the

'SOAS. Back end services (Data and Visibility) may select the

most appropriate protocol suitable for integration with the SOAS.

Applying OOA&D techniques on the high-level architecture
reveals the set of SOAS components shown in Figure 1[4]. The
logical components are grouped into physical tiers:

¢  Client Tier
e Application Server Tier
e  Database Tier
e  Computing Engine Tier
The Client Tier is composed of:
e  SPOT - SIRTF Planning and Observation Tool
e  [Manager Interface
e  Security Manager Proxy
e  Program Manager Proxy
e SOAS Services
The Application Server Tier is composed of:
e Security Manager Service
e  Security EJB

e  Program Manager Service
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Figure 1 - SOAS Component/Deployment UML Diagram

e  Program EJB
e Program Value Object
¢ Visibility Service
e  Estimation Service
The Database Tier is composed of:
e  Security Persistence
e Program Persistence
The Computing Engine Tier is composed of:
e  Visibility Server

e  Estimation Server

3. Frameworks
The Security Manager and Program Manager services are based
on design frameworks that can be reused on subsequent missions.

3.1 Persistence Framework

The Program Manager is built upon the Persistent Framework,
which is primarily based on existing design patterns from the
GoF[6] and Java 2 Enterprise Edition[3]. The framework defines
the interfaces for Java object persistence from a remote client. The
framework consists of a set Java interfaces for which classes are
implemented to realize the interfaces. The framework provides
both the remote client and server implementation for the services
provided. The remote client implementation encapsulates all the
protocol handling, data marshalling and security specifics. The
server implementation encapsulates the persistence logic and
handles persistence services such as creating, reading, updating
and deleting object in the data store.

3.2 Security Framework

The Security Manager is built upon the Security Framework,
which is based on existing design patterns (referenced in 3.1
Persistence Framework). The Security Framework encapsulates
the authentication and authorization of remote users of the system.
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